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**************   Start of Change # 1    ***********************

6.1 Sequence Diagrams

6.1.1 Trust and Security Management Sequence Diagrams

6.1.1.1 Initial Access

The following figure shows a client accessing the OSA Framework for the first time.

Before being authorized to use the OSA SCFs, the client must first of all authenticate itself with the Framework. For this purpose the client needs a reference to the Initial Contact interfaces for the Framework; this may be obtained through a URL, a Naming or Trading Service or an equivalent service, a stringified object reference, etc. At this stage, the client has no guarantee that this is a Framework interface reference, but it is to initiate the authentication process with the Framework. The Initial Contact interface supports the initiateAuthenticationWithVersion and the deprecated initiateAuthentication methods to allow the authentication process to take place. 

Once the client has been authenticated by the Framework, it can gain access to other framework interfaces and SCFs. This is done by invoking the requestAccess method, by which the client requests a certain type of access SCF.

Independently, the client could decide to authenticate the Framework, before deciding to continue using the interfaces provided by the Framework.
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1:
Initiate Authentication

The client invokes initiateAuthenticationWithVersion  on the Framework's "public" (initial contact) interface to initiate the authentication process.  It  provides in turn a reference to its own authentication interface.  The Framework returns a reference to its authentication interface.

2:
Select Authentication Mechanism

The client invokes selectAuthenticationMechanism on the Framework's API Level Authentication interface, identifying the authentication algorithm it supports for use with CHAP authentication.  The Framework prescribes the method to be used. OSA authentication is based on CHAP, which prescribes the MD5 hashing algorithm as the minimum to be supported. Note however that the framework need not accept this algorithm.

3:
The client authenticates the Framework, issuing a challenge in the challenge() method.

4:
The client provides an indication if authentication succeeded.

5:
The Framework authenticates the client.  The sequence diagram illustrates one of a series of one or more invocations of the challenge method on the client's API Level Authentication interface.  In each invocation, the Framework supplies a challenge and the client returns the correct response.  The Framework could authenticate the client before the client authenticates the Framework, or afterwards, or the two authentication processes could be interleaved.  However, the client shall respond immediately to any challenge issued by the Framework, as the Framework might not respond to any challenge issued by the client until the Framework has successfully authenticated the client.

6:
The Framework provides an indication if authentication succeeded.

7:
Request Access

Upon successful authentication of the client by the Framework, the client is permitted to invoke requestAccess on the Framework's API Level Authentication interface, providing in turn a reference to its own access interface.  The Framework returns a reference to  a framework Access interface that is unique for this client.  The success or failure of the client's authentication of the Framework does not affect the client's right to invoke requestAccess.

8:
The client and framework negotiate the signing algorithm to be used for any signed exchanges.

9:
The client invokes obtainInterface or obtainInterfaceWithCallback on the framework's Access interface. This is used to obtain a reference to a framework interface that supports the required framework functionality, such as service discovery, integrity management, service subscription etc.  
6.1.1.2 Framework Terminates Access

This sequence shows how a Framework could terminate an application's use of the Framework and of all service instances.  This type of termination is unusual, but possible with the terminateAccess method.  Note that if at any point the framework's level of confidence in the identity of the client becomes too low, perhaps due to re-authentication failing,  the framework should terminate all outstanding service agreements for that client, and should take steps to terminate the client's access session WITHOUT invoking terminateAccess() on the client.  This follows a generally accepted security model where the framework has decided that it can no longer trust the client and will therefore sever ALL contact with it.
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1:
Following successful authentication and service discovery, the client initiates the service agreement signing process (not shown).  This is completed when the client invokes signServiceAgreement on the Framework's IpServiceAgreementManagement interface, and a reference to an instance of a service manager interface is returned.

2:
The client (application) had initiated service agreement signing process for a second service agreement (not shown), and when the client signs this second service agreement, a reference to an instance of another service manager, for another service type, is returned.

3:
The application starts to use the new service manager interface.

4:
The application starts to use the other new service manager interface.

5:
The framework decides to terminate the application's access session, and to terminate all its service agreements.  This is an unusual and drastic step, but could be e.g. due to violation or expiry of the application's service agreements, or some problem within the framework itself.  The framework will also destroy each of the service managers the application was using (not shown).  The application is now no longer authenticated with the framework, and all Framework and service interfaces it was using are destroyed.

6.1.1.3 Application Terminates Access

This sequence shows how an application could terminate its use of the Framework and of all service instances.  This type of termination is unusual, but possible with the terminateAccess method.
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1:
The application  terminates its use of the multi-party call control service manager in a controlled manner.
2:
The application ceases to use the user location camel SCF .
3:
The application decides to terminate its access session and all its service agreements in one go.  The framework will also destroy each of the service managers the application was using (not shown).  The application is now no longer authenticated with the framework, and all Framework and service interfaces it was using are destroyed.   The application could have terminated its service agreements one by one, by invoking terminateServiceAgreement on the Framework's IpServiceAgreementManager interface, and then invoked terminateAccess on the Framework's IpAccess interface, which would have been a more controlled shutdown.

6.1.1.4 Non-API level Authentication

The following figure shows a client accessing the OSA Framework for the first time. The client and the framework have mutually authenticated one another using an underlying distribution technology mechanism, or the client and the framework recognise each other as a trusted party, not requiring authentication.
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1:
The client calls initiateAuthenticationWithVersion on the OSA Framework Initial interface. This allows the client to specify the type of authentication process. In this case, the client selects to use the underlying distribution technology mechanism for identification and authentication. What that mechanism is, if it even exists, is outside the scope of the API.

2:
The client invokes the requestAccess method on the Framework's Authentication interface. This returns a reference to the framework Access interface that is unique for the client.
3:
If the authentication was successful, the client and the framework can negotiate, on the framework's Access interface, the signing algorithm to be used for any signed exchanges.

4:
The client can now invoke obtainInterface or obtainInterfaceWithCallback on the framework's Access interface. This is used to obtain a reference to a framework interface such as service discovery, integrity management, service subscription etc.   
6.1.1.5 API Level Authentication

This sequence diagram illustrates the two-way mechanism by which the client and the framework mutually authenticate one another.  

The OSA API supports multiple authentication techniques. The procedure used to select an appropriate technique for a given situation is described below. The authentication mechanisms may be supported by cryptographic processes to provide confidentiality, and by digital signatures to ensure integrity. The inclusion of cryptographic processes and digital signatures in the authentication procedure depends on the type of authentication technique selected. In some cases strong authentication may need to be enforced by the Framework to prevent misuse of resources. In addition it may be necessary to define the minimum encryption key length that can be used to ensure a high degree of confidentiality.

The client must authenticate with the Framework before it is able to use any of the other interfaces supported by the Framework. Invocations on other interfaces will fail until authentication has been successfully completed.

1)
The client calls initiateAuthenticationWithVersion on the OSA Framework Initial interface. This allows the client to specify the type of authentication process. This authentication process may be specific to the provider, or the implementation technology used. The initiateAuthenticationWithVersion method can be used to specify the specific process, (e.g. CORBA security). OSA defines a generic authentication interface (API Level Authentication), which can be used to perform the authentication process. The initiateAuthenticationWithVersion method allows the client to pass a reference to its own authentication interface to the Framework, and receive a reference to the authentication interface preferred by the client, in return.  In this case the API Level Authentication interface.

2)
The client invokes the selectAuthenticationMechanism on the Framework's API Level Authentication interface. This includes the authentication algorithms supported by the client.  The framework then chooses a mechanism based on the capabilities of the client and the Framework. If the client is capable of handling more than one mechanism, then the Framework chooses one option, defined in the prescribedMethod parameter. In some instances, the authentication mechanism of the client may not fulfil the demands of the Framework, in which case, the authentication will fail, for example CHAP prescribes the MD5 hashing algorithm as the minimum to be supported, however the framework need not accept this algorithm.

3)
The application and Framework interact to authenticate each other by using the challenge method. For an authentication method of P_OSA_AUTHENTICATION, this procedure consists of a number of challenge/ response exchanges. This authentication protocol is performed using the challenge method on the API Level Authentication interface. P_OSA_AUTHENTICATION is based on CHAP, which is primarily a one-way protocol.  There are in fact two authentication processes:  authentication of the client performed by the Framework , and authentication of the Framework performed by the client.  Mutual authentication is achieved by both these processes terminating successfully.  Mutual authentication may not necessarily be required, i.e. it could be that a client may not need to authenticate the Framework.  There is also no required order for the execution of these two authentication processes, however, the client shall respond immediately to any challenge issued by the Framework, as the Framework might not respond to any challenge issued by the client until the Framework has successfully authenticated the client.

Note that at any point during the access session, either side can request re-authentication of the other side.  
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**************    End of Change # 1   ************************

**************   Start of Change # 2    ***********************

6.3.1.3 Interface Class IpInitial 

Inherits from: IpInterface.
The Initial Framework interface is used by the client to initiate the authentication with the Framework.  This interface shall be implemented by a Framework.  The initiateAuthentication() and the initiateAuthenticationWithVersion() methods shall be implemented. 

	<<Interface>>

IpInitial

	

	<<deprecated>> initiateAuthentication (clientDomain : in TpAuthDomain, authType : in TpAuthType) : TpAuthDomain

<<new>> initiateAuthenticationWithVersion (clientDomain : in TpAuthDomain, authType : in TpAuthType, frameworkVersion : in TpVersion) : TpAuthDomain




6.3.1.3.4 Method <<deprecated>> initiateAuthentication()

This method is deprecated in this version, this means that it will be supported until the next major release of the present document.

This method is invoked by the client to start the process of authentication with the framework, and request the use of a specific authentication method.

Returns <fwDomain> : This provides the client with a framework identifier, and a reference to call the authentication interface of the framework.































structure TpAuthDomain {
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authInterface:
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};

The domainID parameter is an identifier for the framework (i.e. TpFwID). It is used to identify the framework to the client.

The authInterface parameter is a reference to the authentication interface of the framework. The type of this interface is defined by the authType parameter. The client uses this interface to authenticate with the framework.  

Parameters

clientDomain : in TpAuthDomain

This identifies the client domain to the framework, and provides a reference to the domain's authentication interface.






































structure TpAuthDomain {
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TpDomainID;
























authInterface:

IpInterfaceRef;
























};
The domainID parameter is an identifier either for a client application (i.e. TpClientAppID) or for an enterprise operator (i.e. TpEntOpID), or for an instance of a service for which a client application has signed a service agreement (i.e. TpServiceInstanceID), or for a service supplier (i.e. TpServiceSupplierID). It is used to identify the client domain to the framework, (see authenticate() on IpAPILevelAuthentication). If the framework does not recognise the domainID, the framework returns an error code (P_INVALID_DOMAIN_ID).
The authInterface parameter is a reference to call the authentication interface of the client. The type of this interface is defined by the authType parameter. If the interface reference is not of the correct type, the framework returns an error code (P_INVALID_INTERFACE_TYPE).
authType : in TpAuthType

This identifies the type of authentication mechanism requested by the client. It provides operators and clients with the opportunity to use an alternative to the API level Authentication interface, e.g. an implementation specific authentication mechanism like  CORBA Security, using the IpAuthentication interface, or Operator specific Authentication interfaces.  OSA API level Authentication is the default authentication mechanism (P_OSA_AUTHENTICATION). If P_OSA_AUTHENTICATION is selected, then the clientDomain and fwDomain authInterface parameters are references to interfaces of type Ip(Client)APILevelAuthentication. If P_AUTHENTICATION is selected, the fwDomain authInterface parameter references to interfaces of type IpAuthentication which is used when an underlying distribution technology authentication mechanism is used.
Returns

TpAuthDomain

Raises

TpCommonExceptions, P_INVALID_DOMAIN_ID, P_INVALID_INTERFACE_TYPE, P_INVALID_AUTH_TYPE
6.3.1.3.5 Method <<new>> initiateAuthenticationWithVersion()

This method is invoked by the client to start the process of authentication with the framework, and request the use of a specific authentication method using the new method with support for backward compatibility in the framework. The returned fwDomain authInterface will be selected to match the proposed version from the Client in the Framework response. If the Framework cannot work with the proposed framework version the framework returns an error code (P_INVALID_VERSION).

Returns <fwDomain> : This provides the client with a framework identifier, and a reference to call the authentication interface of the framework.































structure TpAuthDomain {
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};

The domainID parameter is an identifier for the framework (i.e. TpFwID). It is used to identify the framework to the client.

The authInterface parameter is a reference to the authentication interface of the framework that is unique for the requesting client. The type of this interface is defined by the authType parameter. The client uses this interface to authenticate with the framework.  
Note, there are no identifiers used in the authentication interface to correlate requests and responses, therefore the authentication interface may not be shared amongst multiple clients.
Parameters

clientDomain : in TpAuthDomain

This identifies the client domain to the framework, and provides a reference to the domain's authentication interface.






































structure TpAuthDomain {
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};
The domainID parameter is an identifier either for a client application (i.e. TpClientAppID) or for an enterprise operator (i.e. TpEntOpID), or for an instance of a service for which a client application has signed a service agreement (i.e. TpServiceInstanceID), or for a service supplier (i.e. TpServiceSupplierID). It is used to identify the client domain to the framework, (see challenge() on IpAPILevelAuthentication). If the framework does not recognise the domainID, the framework returns an error code (P_INVALID_DOMAIN_ID).
The authInterface parameter is a reference to call the authentication interface of the client. The type of this interface is defined by the authType parameter. If the interface reference is not of the correct type, the framework returns an error code (P_INVALID_INTERFACE_TYPE).
authType : in TpAuthType

This identifies the type of authentication mechanism requested by the client. It provides operators and clients with the opportunity to use an alternative to the API level Authentication interface, e.g. an implementation specific authentication mechanism like  CORBA Security, using the IpAuthentication interface, or Operator specific Authentication interfaces.  OSA API level Authentication is the default authentication mechanism (P_OSA_AUTHENTICATION). If P_OSA_AUTHENTICATION is selected, then the clientDomain and fwDomain authInterface parameters are references to interfaces of type Ip(Client)APILevelAuthentication. If P_AUTHENTICATION is selected, the fwDomain authInterface parameter references to interfaces of type IpAuthentication that is used when an underlying distribution technology authentication mechanism is used.
frameworkVersion : in TpVersion

This identifies the version of the Framework implemented in the client. The TpVersion is a String containing the version number. Valid version numbers are defined in the respective framework specification.
Returns

TpAuthDomain

Raises

TpCommonExceptions, P_INVALID_DOMAIN_ID, P_INVALID_INTERFACE_TYPE, P_INVALID_AUTH_TYPE, P_INVALID_VERSION
**************    End of Change # 2   ************************

**************   Start of Change # 3    ***********************

6.3.1.4 Interface Class IpAuthentication 

Inherits from: IpInterface.
The Authentication Framework interface is used by client to request access to other interfaces supported by the Framework. The authentication process should in this case be done with some underlying distribution technology authentication mechanism, e.g. CORBA Security.



















At least one of IpAuthentication or IpAPILevelAuthentication interfaces shall be implemented by a Framework as a minimum requirement.  The requestAccess() method shall be implemented in each. 

	<<Interface>>

IpAuthentication

	

	requestAccess (accessType : in TpAccessType, clientAccessInterface : in IpInterfaceRef) : IpInterfaceRef




6.3.1.4.4 Method requestAccess()

Once the client has been authenticated by the framework, the client may invoke the requestAccess operation on the IpAuthentication or IpAPILevelAuthentication interface. This allows the client to request the type of access they require. If they request P_OSA_ACCESS, then a reference to the IpAccess interface is returned. (Operators can define their own access interfaces to satisfy client requirements for different types of access.)

If this method is called before the client has been successfully authenticated, then the request fails, and an error code (P_ACCESS_DENIED) is returned.

This method may be invoked by the client immediately on IpAuthentication, when API Level authentication is not being used, since there is no indication to the client at API level that it is authenticated with the Framework.

Returns <fwAccessInterface> : This provides the reference for the client to call the access interface of the framework. The access reference provided is unique to the requesting client.
Parameters

accessType : in TpAccessType

This identifies the type of access interface requested by the client.  If the framework does not provide the type of access identified by accessType, then an error code (P_INVALID_ACCESS_TYPE) is returned.
clientAccessInterface : in IpInterfaceRef

This provides the reference for the framework to call the access interface of the client.  If the interface reference is not of the correct type, the framework returns an error code (P_INVALID_INTERFACE_TYPE).
Returns

IpInterfaceRef

Raises

TpCommonExceptions, P_ACCESS_DENIED, P_INVALID_ACCESS_TYPE, P_INVALID_INTERFACE_TYPE
**************    End of Change # 3   ************************

**************   Start of Change # 4    ***********************

6.3.1.5 Interface Class IpAPILevelAuthentication 

Inherits from: IpAuthentication.
The API Level Authentication Framework interface is used by the client to authenticate the Framework.  It is also used to initiate the authentication process.























If the IpAPILevelAuthentication interface is implemented by a Framework, then selectEncryptionMethod(), selectAuthenticationMechanism(), authenticate(), challenge(), abortAuthentication() and authenticationSucceeded () shall be implemented.  IpAPILevelAuthentication inherits the requirements of IpAuthentication, therefore requestAccess() shall be implemented. 

	<<Interface>>

IpAPILevelAuthentication

	

	<<deprecated>> selectEncryptionMethod (encryptionCaps : in TpEncryptionCapabilityList) : TpEncryptionCapability

<<deprecated>> authenticate (challenge : in TpOctetSet) : TpOctetSet

abortAuthentication () : void

authenticationSucceeded () : void

<<new>> selectAuthenticationMechanism (authMechanismList : in TpAuthMechanismList) : TpAuthMechanism

<<new>> challenge (challenge : in TpOctetSet) : TpOctetSet




6.3.1.5.4 Method <<deprecated>> selectEncryptionMethod()

This method is deprecated and replaced by selectAuthenticationMechanism(). It shall only be used when the IpAPILevelAuthentication interface is obtained by using the deprecated method initiateAuthentication() instead of initiateAuthenticationWithVersion() on the IpInitial interface. This method will be removed in a later release.

The client uses this method to initiate the authentication process. The framework returns its preferred mechanism.  This should be within capability of the client.  If a mechanism that is acceptable to the framework within the capability of the client cannot be found, the framework  throws the P_NO_ACCEPTABLE_ENCRYPTION_CAPABILITY exception.   Once the framework has returned its preferred mechanism, it will wait for a predefined unit of time before invoking the client's authenticate() method (the wait is to ensure that the client can initialise any resources necessary to use the prescribed encryption method).

Returns <prescribedMethod> : This is returned by the framework to indicate the mechanism preferred by the framework for the encryption process. If the value of the prescribedMethod returned by the framework is not understood by the client, it is considered a catastrophic error and the client must abort. 

Parameters

encryptionCaps : in TpEncryptionCapabilityList

This is the means by which the encryption mechanisms supported by the client are conveyed to the framework.
Returns

TpEncryptionCapability

Raises

TpCommonExceptions, P_ACCESS_DENIED, P_NO_ACCEPTABLE_ENCRYPTION_CAPABILITY
6.3.1.5.5 Method <<deprecated>> authenticate()

This method is deprecated and replaced by challenge(). It shall only be used when the IpAPILevelAuthentication interface is obtained by using the deprecated method initiateAuthentication() instead of initiateAuthenticationWithVersion() on the IpInitial interface.  This method will be removed in a later release.

This method is used by the client to authenticate the framework.  The challenge will be encrypted using the mechanism prescribed by selectEncryptionMethod. The framework must respond with the correct responses to the challenges presented by the client.  The domainID received in the initiateAuthentication() can be used by the framework to reference the correct public key for the client (the key management system is currently outside of the scope of the OSA APIs). The number of exchanges is dependent on the policies of each side.  The authentication of the framework is deemed successful when the authenticationSucceeded method is invoked by the client.  

The invocation of this method may be interleaved with authenticate() calls by the framework on the client's APILevelAuthentication interface.

Returns <response> : This is the response of the framework to the challenge of the client in the current sequence. The response will be based on the challenge data, decrypted with the mechanism prescribed by selectEncryptionMethod().  

Parameters

challenge : in TpOctetSet

The challenge presented by the client to be responded to by the framework. The challenge mechanism used will be in accordance with the IETF PPP Authentication Protocols - Challenge Handshake Authentication Protocol (RFC 1994). The challenge will be encrypted with the mechanism prescribed by selectEncryptionMethod().
Returns

TpOctetSet

Raises

TpCommonExceptions, P_ACCESS_DENIED
6.3.1.5.6 Method abortAuthentication()

The client uses this method to abort the authentication process where the framework is authenticating the client. This method is invoked if the client no longer wishes to continue the authentication process, (unless the framework responded incorrectly to a challenge in which case no further communication with the framework should occur.) If this method has been invoked before the client has been authenticated by the Framework, calls to the requestAccess operation on IpAPILevelAuthentication will return an error code (P_ACCESS_DENIED), until the client has been properly authenticated.  If this method is invoked after the client has been authenticated by the Framework, it shall not result in the immediate removal of the client's authentication.  (The Framework may wish to authenticate the client again, however).  

Parameters

No Parameters were identified for this method

Raises

TpCommonExceptions,P_ACCESS_DENIED
6.3.1.5.7 Method authenticationSucceeded()

The client uses this method to inform the framework of the success of the authentication attempt.  Calls to this method have no impact on the client's rights to call requestAccess(), which depend exclusively on the framework's successful authentication of the client. 

Parameters

No Parameters were identified for this method

Raises

TpCommonExceptions, P_ACCESS_DENIED
6.3.1.5.8 Method <<new>> selectAuthenticationMechanism()

The client uses this method to inform the Framework of the different authentication mechanisms it supports as part of API level Authentication.  The Framework will select one of the suggested authentication mechanisms and that mechanism shall be used for authentication by both Framework and Client.   The authentication mechanism chosen as a result of the response to this method remains valid for an instance of IpAPILevelAuthentication and until this method is re-invoked by the client. If a mechanism that is acceptable to the framework within the capability of the client cannot be found, the framework  throws the P_NO_ACCEPTABLE_AUTHENTICATION_MECHANISM exception.   

This method shall only be used when the IpAPILevelAuthentication interface is obtained by using initiateAuthenticationWithVersion() on the IpInitial interface.

Returns: selectedMechanism.  This is the authentication mechanism chosen by the Framework.  The chosen mechanism shall be taken from the list of mechanisms proposed by the Client. 

Parameters

authMechanismList : in TpAuthMechanismList

The list of authentication mechanisms supported by the client.
Returns

TpAuthMechanism

Raises

TpCommonExceptions, P_ACCESS_DENIED, P_NO_ACCEPTABLE_AUTHENTICATION_MECHANISM
6.3.1.5.9 Method <<new>> challenge()

This method is used by the client to authenticate the framework. The framework must respond with the correct responses to the challenges presented by the client.  The domainID received in the initiateAuthenticationWithVersion() can be used by the framework to reference the correct public key for the client (the key management system is currently outside of the scope of the OSA APIs). The number of exchanges is dependent on the policies of each side.  The authentication of the framework is deemed successful when the authenticationSucceeded method is invoked by the client.  

The invocation of this method may be interleaved with challenge() calls by the framework on the client's APILevelAuthentication interface.

This method shall only be used when the IpAPILevelAuthentication interface is obtained by using initiateAuthenticationWithVersion() on the IpInitial interface.

Returns <response> : This is the response of the framework to the challenge of the client in the current sequence. The formatting of this parameter shall be according to section 4.1 of RFC 1994. A complete CHAP Response packet shall be used to carry the response string. The Response packet shall make the contents of this returned parameter. The Name field of the CHAP Response packet shall be present but not contain any useful value. 

Parameters

challenge : in TpOctetSet

The challenge presented by the client to be responded to by the framework. The challenge format used will be in accordance with the IETF PPP Authentication Protocols - Challenge Handshake Authentication Protocol (RFC 1994).
The formatting of the challenge value shall be according to section 4.1 of RFC 1994. A complete CHAP Request packet shall be used to carry the challenge value. The Name field of the CHAP Request packet shall be present but not contain any useful value.
Returns

TpOctetSet

Raises

TpCommonExceptions, P_ACCESS_DENIED
**************    End of Change # 4   ************************
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