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[bookmark: _Toc26283714][bookmark: _Toc161844033]First change
[bookmark: _Toc152690291][bookmark: _Toc152690300]15.2.2	Corruption duration metric
Corruption duration, M, is the time period from the NPT time of the last good frame (since the NPT time for the first corrupted frame cannot always be determined) before the corruption, to the NPT time of the first subsequent good frame. A corrupted frame may either be an entirely lost frame, or a media frame that has quality degradation and the decoded frame is not the same as in error-free decoding. 
A good frame is a completely received frame:
-	where all parts of the image are guaranteed to contain the correct content; or
-	that is a refresh frame, that is, does not reference any previously decoded frames; or
-	which only references previously decoded good frames
Completely received means that all the bits are received and no bit error has occurred.
Corruption duration, M, in milliseconds can be calculated as below:
a)	M can be derived by the client using the codec layer, in which case the codec layer signals the decoding of a good frame to the client. A good frame could also be derived by error tracking methods, but decoding quality evaluation methods shall not be used.
b)	Alternatively, the corruption is considered as ended after N milliseconds with consecutively completely received frames, or when a refresh frame has been completely received, whichever comes first.
The optional configuration parameter N can be set to define the average characteristics of the codec. If N has not been configured it shall default to the length of one measurement interval for video media, and to one frame duration for non-video media.
The N parameter is specified in milliseconds and is used with the "CorruptionDuration" parameter. The value of N may be set by the server. 
All the occurred corruption durations within each measurement period are summed and stored in the vector @TtotalCorruptionDuration. The unit of this metrics is expressed in milliseconds. Within each measurement period the number of individual corruption events are summed up and stored in the vector @NnumberOfCorruptionEvents.
The syntax for the metric "CurruptionDuration" is as defined in Table 15.2.2-1
[bookmark: tab_qm_mpd]Table 15.2.2-1: Corruption duration metric information for Quality Reporting
	Key
	Type
	Description

	CorruptionDuration
	Object
	

	
	@totalCorruptionDuration
	unsignedLongVectorType
	An unordered list of all occurred corrupt durations within each measurement period.

	
	@numberOfCorruptionEvents
	unsignedLongVectorType
	An unordered list of corruption events occurred within each measurement period. Within each measurement period the number of individual corruption events are summed up and stored. 


[bookmark: _Toc26369446][bookmark: _Toc36227328][bookmark: _Toc36228343][bookmark: _Toc36228970][bookmark: _Toc68847289][bookmark: _Toc74611224][bookmark: _Toc75566503][bookmark: _Toc89790054][bookmark: _Toc99466691][bookmark: _Toc130412530][bookmark: _Toc152690292]
15.2.3	Successive loss of RTP packets
The metric "SuccessiveLoss" indicates the number of RTP packets lost in succession per media channel.
All the number of successively lost RTP packets are summed up within each measurement resolution period of the stream and stored in the vector @TtotalNumberoOfSuccessivePacketLoss. The unit of this metric is expressed as an integer equal to or larger than 0. The number of individual successive packet loss events within each measurement resolution period are summed up and stored in the vector @NnumberOfSuccessiveLossEvents. The number of received packets are also summed up within each measurement resolution period and stored in the vector @NnumberOfReceivedPackets. These three vectors are reported by the RTC UE as part of the QoE report.
The syntax for the metric "SuccessiveLoss" is as defined in Table 15.2.3-1.
Table 15.2.3-1: Successive loss of RTP packets metric information for Quality Reporting
	Key
	Type
	Description

	SuccessiveLoss
	Object
	

	
	@TtotalNumberoOfSuccessivePacketLosses
	unsignedLongVectorType
	An unordered list of all successively lost RTP packets within each measurement period.

	
	@NnumberOfSuccessiveLossEvents
	unsignedLongVectorType
	The number of individual successive packet loss events within each measurement resolution period are summed up and stored in the vector. Provides an unordered list of successive packet loss events (occurred within each measurement period) measured during a metric reporting period. 

	
	@NnumberOfReceivedPackets
	unsignedLongVectorType
	The number of received packets are summed up within each measurement resolution period and stored in the vector.



[bookmark: _Toc152690293]15.2.4	Media Fframe rate
Frame rate indicates the media playback frame rate. The playback frame rate is equal to the number of frames displayed during the measurement resolution period divided by the time duration, in seconds, of the measurement resolution period.
For the Metrics-Name "MediafFramerRate", the value field indicates the frame rate value. This metric is expressed in frames per second and can be a fractional value. The frame rates for each resolution period are stored in the vector MediafFramerRate and reported by the RTC UE as part of the QoE report.
The syntax for the metric "MediafFramerRate" metric is as defined in Table 15.2.4-1.
Table 15.2.4-1: Media Fframe rRate metric for Quality Reporting
	Key
	Type
	Description

	MediafFramerRate
	doubleVectorType
	An unordered list of media frame rate values reported over a reporting period. The frame rates for each metric resolution period are stored in the vector.



[bookmark: _Toc152690294]15.2.5	Jitter duration
Jitter happens when the absolute difference between the actual playback time and the expected playback time is larger than Jitterthreshold in milliseconds. The expected time of a frame is equal to the actual playback time of the last played frame plus the difference between the NPT time of the frame and the NPT time of the last played frame.
The optional configuration parameter Jitterthreshold can be set to control the amount of allowed jitter. If the parameter has not been set, it defaults to 100 ms. The Jitterthreshold parameter is specified in milliseconds and is used with the "JitterDuration" parameter. The value of Jitterthreshold may be set by the server.
All the jitter durations are summed up within each measurement resolution period and stored in the vector @TtotalJitterDuration. The unit of this metric is expressed in seconds and can be a fractional value. The number of individual events within the measurement resolution period are summed up and stored in the vector @NnumberOfJitterEvents. These two vectors are reported by the RTC UE as part of the QoE report.
The syntax for the metric "JitterDuration" is as defined in Table 15.2.5-1.
Table 15.2.5-1: Jitter duration metric information for Quality Reporting
	Key
	Type
	Description

	JitterDuration
	Object
	

	
	@TtotalJitterDuration
	doubleVectorType
	All the jitter durations are summed up within each measurement resolution period and stored in the vector. 

	
	@NnumberOfJitterEvents
	unsignedLongVectorType
	The number of individual events within the measurement resolution period are summed up and stored in the vector. Provides An unordered list of jitter events (occurred within each measurement period) measured during a metric reporting period. 



[bookmark: _Toc152690295]15.2.6	Sync loss duration
Sync loss happens when the absolute difference between value A and value B is larger than SyncThreshold in milliseconds. Value A represents the difference between the playback time of the last played frame of the video stream and the playback time of the last played frame of the speech/audio stream. Value B represents the difference between the expected playback time of the last played frame of the video stream and the expected playback time of the last played frame of the speech/audio stream. 
The optional configuration parameter syncthreshold can be set to control the amount of allowed sync mismatch. If the parameter has not been set, it defaults to 100 ms. The syncthreshold parameter is specified in milliseconds and is used with the "SynclLossDuration" parameter. The value of syncthreshold may be set by the server. 
All the sync loss durations are summed up within each measurement resolution period and stored in the vector @TtotalSyncLossDuration. The unit of this metric is expressed in seconds and can be a fractional value. The number of individual events within the measurement resolution period are summed up and stored in the vector @NnumberOfSyncLossEvents. These two vectors are reported by the RTC UE/endpoint as part of the QoE report.
The syntax for the metric "SynclLossDuration" is as defined in Table 15.2.6-1.
Table 15.2.6-1: Sync loss duration metric information for Quality Reporting
	Key
	Type
	Description

	SynclLossDuration
	Object
	

	
	@TtotalSyncLossDuration
	doubleVectorType
	All the sync loss durations are summed up within each measurement resolution period and stored in the vector. 

	
	@NnumberOfSyncLossEvents
	unsignedLongVectorType
	The number of individual sync loss events within the measurement resolution period are summed up and stored in the vector. Provides Aan unordered list of sync loss events (occurred within each measurement period) measured during a metric reporting period. 



[bookmark: _Toc152690296]15.2.7	Round-trip time
The round-trip time (RTT) consists of the RTP-level round-trip time, plus the additional two-way delay due to buffering and other processing in each RTC UE.

The last RTCP round-trip time value estimated during each measurement resolution period shall be stored in the vector @NnetworkRTT. The unit of this metrics is expressed in milliseconds. 
The two-way additional internal client delay valid at the end of each measurement resolution period shall be stored in the vector @IinternalRTT. The unit of this metrics is expressed in milliseconds. 
The two vectors are reported by the RTC UE as part of the QoE report.
The syntax for the metric "RoundtTripTime" is as defined in Table 15.2.7-1.
Table 15.2.7-1: Round-trip time metric information for Quality Reporting
	Key
	Type
	Description

	RoundtTripTime
	Object
	

	
	@NnetworkRTT
	unsignedLongVectorType
	The last RTCP round-trip time value estimated during each measurement resolution period shall be stored in the vector.

	
	@IinternalRTT
	unsignedLongVectorType
	The two-way additional internal client delay valid at the end of each measurement resolution period shall be stored in the vector.


[bookmark: _Toc152690297]
15.2.8	Average codec bit rate
The average codec bit rate is the bit rate used for coding "active" media information during the measurement resolution period. 
For speech media the average codec bit rate can be calculated as the number of "active" speech bits received for "active" frames divided by the total time, in seconds, covered by these frames. The total time covered is calculated as the number of "active" frames times the length of each speech frame.
For non-speech media the average codec bit rate is the total number of RTP payload bits received, divided by the length of the measurement resolution period.
The average codec bit rate value for each measurement resolution period shall be stored in the vector @AaverageCodecBitrRate. The unit of this metrics is expressed in kbit/s and can be a fractional value. The vector is reported by the RTC UE/endpoint as part of the QoE report.
The syntax for the metric "AverageBitrRate " is as defined in Table 15.2.8-1.
Table 15.2.8-1: Syncloss durationAverage bit rate metric information for Quality Reporting
	Key
	Type
	Description

	AverageBitrRate
	Object
	

	
	@AaverageCodecBitrRate
	doubleVectorType
	The average codec bit rate value for each measurement resolution period shall be stored in the vector. 



Next change
15.3.2	Report format
The QoE report is formatted as an XML document that complies with the XML schema in Table 15.3.2-1.
Table 15.3.2-1: QoE Report XML schema
	<?xml version="1.0"?>
<xs:schema version="TSG104-Rel18" xmlns:xs="http://www.w3.org/2001/XMLSchema"
    targetNamespace="urn:3gpp:metadata:2023:RTC:receptionreport"
xmlns:sv="urn:3gpp:metadata:2016:PSS:schemaVersion"
    xmlns="urn:3gpp:metadata:2023:RTC:receptionreport" elementFormDefault="qualified">

    <xs:element name="ReceptionReport" type="ReceptionReportType"/>

    <xs:complexType name="ReceptionReportType">
        <xs:choice>
            <xs:element name="QoeReport" type="QoeReportType" minOccurs="0" maxOccurs="unbounded"/>
            <xs:any namespace="##other" processContents="skip" minOccurs="0" maxOccurs="unbounded"/>
        </xs:choice>
        <xs:attribute name="contentURI" type="xs:anyURI" use="required"/>
        <xs:attribute name="clientID" type="xs:string" use="optional"/>
    </xs:complexType>

    <xs:complexType name="QoeReportType">
        <xs:sequence>
            <xs:element name="QoeMetric" type="QoeMetricType" minOccurs="1" maxOccurs="unbounded"/>
            <xs:any namespace="##other" processContents="skip" minOccurs="0" maxOccurs="unbounded"/>
        </xs:sequence>
        <xs:attribute name="periodID" type="xs:string" use="required"/>
        <xs:attribute name="reportTime" type="xs:dateTime" use="required"/>
        <xs:attribute name="reportPeriod" type="xs:unsignedInt" use="required"/>
        <xs:attribute name="mediaid" type="xs:unsignedInt" use="optional"/>
        <xs:attribute name="qoeReferenceId" type="xs:hexBinary" use="optional"/>
        <xs:attribute name="recordingSessionId" type="xs:hexBinary" use="optional"/>
        <xs:anyAttribute processContents="skip"/>
    </xs:complexType>
    
    <xs:complexType name="QoeMetricType">
        <xs:choice>
            <xs:element name="CorruptionDuration" type="CurruptionDurationType"/>
            <xs:element name="SuccessiveLoss" type="SuccessiveLossType"/>
            <xs:element name="MediaFrameRate" type="doubleVectorType"/>
            <xs:element name="JitterDuration" type="JitterDurationType"/>
            <xs:element name="SyncLoss" type="SyncLossType"/>
            <xs:element name="RoundTripTime" type="RoundTripTimeType"/>
            <xs:element name="AverageBitRate" type="AverageBitRateType"/>
        </xs:choice>
        <xs:anyAttribute processContents="skip"/>
    </xs:complexType>


    <xs:complexType name="CurruptionDurationType">
        <xs:attribute name="totalCorruptionDuration" type="unsignedLongVectorType" use="required"/>
        <xs:attribute name="numberOfCorruptionEvents" type="unsignedLongVectorType" use="required"/>
        <xs:anyAttribute processContents="skip"/>
    </xs:complexType>

    <xs:complexType name="SuccessiveLossType">
        <xs:attribute name="totalNumberOfSuccessivePacketLosses" type="unsignedLongVectorType" use="required"/>
        <xs:attribute name="numberOfSuccessiveLossEvents" type="unsignedLongVectorType" use="required"/>
        <xs:attribute name="numberOfReceivedPackets" type="unsignedLongVectorType" use="required"/>
        <xs:anyAttribute processContents="skip"/>
    </xs:complexType> 

    <xs:complexType name="JitterDurationType">
        <xs:attribute name="totalJitterDuration" type="doubleVectorType" use="required"/>
        <xs:attribute name="numberOfJitterEvents" type="unsignedLongVectorType" use="required"/>
        <xs:anyAttribute processContents="skip"/>
    </xs:complexType>

    <xs:complexType name="SyncLossType">
        <xs:attribute name="totalSyncLossDuration" type="doubleVectorType" use="required"/>
        <xs:attribute name="numberOfSyncLossEvents" type="unsignedLongVectorType" use="required"/>
        <xs:anyAttribute processContents="skip"/>
    </xs:complexType>

    <xs:complexType name="RoundTripTimeType">
        <xs:attribute name="networkRTT" type="unsignedLongVectorType" use="required"/>
        <xs:attribute name="internalRTT" type="unsignedLongVectorType" use="required"/>
        <xs:anyAttribute processContents="skip"/>
    </xs:complexType>

    <xs:complexType name="AverageBitRateType">
        <xs:attribute name="averageCodecBitRate" type="doubleVectorType" use="required"/>
        <xs:anyAttribute processContents="skip"/>
    </xs:complexType>


    <xs:simpleType name="unsignedLongVectorType">
        <xs:list itemType="xs:unsignedLong"/>
	</xs:simpleType>

	<xs:simpleType name="doubleVectorType">
        <xs:list itemType="xs:double"/>
	</xs:simpleType>

    <xs:simpleType name="StringVectorType">
        <xs:list itemType="xs:string"/>
    </xs:simpleType>

    <xs:simpleType name="UnsignedIntVectorType">
        <xs:list itemType="xs:unsignedInt"/>
    </xs:simpleType>

</xs:schema>



End of changes
