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**\*\*\* Start change 1 \*\*\***

--- a/c4t64fx.c

+++ b/c4t64fx.c

@@ -100,6 +100,7 @@ void ACELP\_4t64\_fx(

 Word16 i, j, k, st, ix, iy, pos, index, track, nb\_pulse, nbiter;

 Word16 psk, ps, alpk, alp, val, k\_cn, k\_dn, exp;

 Word16 \*p0, \*p1, \*p2, \*p3, \*psign;

+ Word16 p0\_offset;

 Word16 \*h, \*h\_inv, \*ptr\_h1, \*ptr\_h2, \*ptr\_hf, h\_shift;

 Word32 s, cor, L\_tmp, L\_index;

@@ -366,13 +367,14 @@ void ACELP\_4t64\_fx(

 pos = MSIZE - 1; move16();

 ptr\_hf = h + 1; move16();

+ p0\_offset = -NB\_POS; move16();

 for (k = 0; k < NB\_POS; k++)

 {

 p3 = &rrixiy[2][pos]; move16();

 p2 = &rrixiy[1][pos]; move16();

 p1 = &rrixiy[0][pos]; move16();

- p0 = &rrixiy[3][pos - NB\_POS]; move16();

+ p0 = &rrixiy[3][pos]; move16();

 cor = 0x00008000L; move32(); /\* for rounding \*/

 ptr\_h1 = h; move16();

@@ -395,7 +397,7 @@ void ACELP\_4t64\_fx(

 cor = L\_mac(cor, \*ptr\_h1, \*ptr\_h2);

 ptr\_h1++;

 ptr\_h2++;

- \*p0 = extract\_h(cor); move16();

+ \*(p0 + p0\_offset) = extract\_h(cor); move16();

 p3 -= (NB\_POS + 1);

 p2 -= (NB\_POS + 1);

--- a/pitch\_f4.c

+++ b/pitch\_f4.c

@@ -23,7 +23,8 @@ static void Norm\_Corr(

 Word16 L\_subfr, /\* (i) : Length of subframe \*/

 Word16 t\_min, /\* (i) : minimum value of pitch lag. \*/

 Word16 t\_max, /\* (i) : maximum value of pitch lag. \*/

- Word16 corr\_norm[] /\* (o) Q15 : normalized correlation \*/

+ Word16 corr\_norm[], /\* (o) Q15 : normalized correlation \*/

+ Word16 corr\_offset /\* (i) : normalized correlation offset. \*/

 );

 static Word16 Interpol\_4( /\* (o) : interpolated value \*/

 Word16 \* x, /\* (i) : input vector \*/

@@ -47,7 +48,7 @@ Word16 Pitch\_fr4( /\* (o) : pitch period.

 Word16 i;

 Word16 t\_min, t\_max;

 Word16 max, t0, fraction, step, temp;

- Word16 \*corr;

+ Word16 corr\_v\_offset;

 Word16 corr\_v[40]; /\* Total length = t0\_max-t0\_min+1+2\*L\_inter \*/

 /\* Find interval to compute normalized correlation \*/

@@ -55,16 +56,16 @@ Word16 Pitch\_fr4( /\* (o) : pitch period.

 t\_min = sub(t0\_min, L\_INTERPOL1);

 t\_max = add(t0\_max, L\_INTERPOL1);

- corr = &corr\_v[-t\_min];

+ corr\_v\_offset = -t\_min;

 move16();

 /\* Compute normalized correlation between target and filtered excitation \*/

- Norm\_Corr(exc, xn, h, L\_subfr, t\_min, t\_max, corr);

+ Norm\_Corr(exc, xn, h, L\_subfr, t\_min, t\_max, corr\_v, corr\_v\_offset);

 /\* Find integer pitch \*/

- max = corr[t0\_min];

+ max = corr\_v[corr\_v\_offset + t0\_min];

 move16();

 t0 = t0\_min;

 move16();

@@ -72,10 +73,10 @@ Word16 Pitch\_fr4( /\* (o) : pitch period.

 for (i = add(t0\_min, 1); i <= t0\_max; i++)

 {

 test();

- if (sub(corr[i], max) >= 0)

+ if (sub(corr\_v[corr\_v\_offset + i], max) >= 0)

 {

- max = corr[i]; move16();

- t0 = i; move16();

+ max = corr\_v[corr\_v\_offset + i]; move16();

+ t0 = i; move16();

 }

 }

@@ -111,11 +112,11 @@ Word16 Pitch\_fr4( /\* (o) : pitch period.

 fraction = 0;

 move16();

 }

- max = Interpol\_4(&corr[t0], fraction);

+ max = Interpol\_4(&corr\_v[corr\_v\_offset + t0], fraction);

 for (i = add(fraction, step); i <= 3; i = (Word16) (i + step))

 {

- temp = Interpol\_4(&corr[t0], i);

+ temp = Interpol\_4(&corr\_v[corr\_v\_offset + t0], i);

 test();

 if (sub(temp, max) > 0)

@@ -157,7 +158,8 @@ static void Norm\_Corr(

 Word16 L\_subfr, /\* (i) : Length of subframe \*/

 Word16 t\_min, /\* (i) : minimum value of pitch lag. \*/

 Word16 t\_max, /\* (i) : maximum value of pitch lag. \*/

- Word16 corr\_norm[]) /\* (o) Q15 : normalized correlation \*/

+ Word16 corr\_norm[], /\* (o) Q15 : normalized correlation \*/

+ Word16 corr\_offset) /\* (i) : normalized correlation offset. \*/

 {

 Word16 i, k, t;

 Word16 corr, exp\_corr, norm, exp\_norm, exp, scale;

@@ -215,7 +217,7 @@ static void Norm\_Corr(

 L\_tmp = L\_mult(corr, norm);

 L\_tmp = L\_shl(L\_tmp, add(add(exp\_corr, exp\_norm), scale));

- corr\_norm[t] = round(L\_tmp); move16();

+ corr\_norm[corr\_offset + t] = round(L\_tmp); move16();

 /\* modify the filtered excitation excf[] for the next iteration \*/

**\*\*\* End change 1 \*\*\***