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**\*\*\* Start change 1 \*\*\***

--- enc\_acelp.c 2009-11-25 18:54:04.000000000 -0800

+++ enc\_acelp.c 2022-07-22 20:43:45.000000000 -0700

@@ -1145,6 +1145,7 @@

 Float32 val;

 Float32 s, cor;

 Float32 \*p0, \*p1, \*p2, \*p3, \*psign;

+ Word32 p0\_offset;

 Float32 \*h, \*h\_inv, \*ptr\_h1, \*ptr\_h2, \*ptr\_hf;

 switch (nbbits)

@@ -1369,6 +1370,7 @@

 pos = 256 - 1;

 ptr\_hf = h + 1;

+ p0\_offset = -16;

 for(k = 0; k < 16; k++)

 {

@@ -1376,7 +1378,7 @@

 p3 = &rrixiy[2][pos];

 p2 = &rrixiy[1][pos];

 p1 = &rrixiy[0][pos];

- p0 = &rrixiy[3][pos - 16];

+ p0 = &rrixiy[3][pos];

 cor = 0.0F;

 ptr\_h1 = h;

@@ -1399,7 +1401,7 @@

 cor += (\*ptr\_h1) \* (\*ptr\_h2);

 ptr\_h1++;

 ptr\_h2++;

- \*p0 = cor;

+ \*(p0 + p0\_offset) = cor;

 p3 -= (16 + 1);

 p2 -= (16 + 1);

--- enc\_gain.c 2018-01-19 15:20:47.000000000 -0800

+++ enc\_gain.c 2022-07-22 20:43:45.000000000 -0700

@@ -448,8 +448,8 @@

 \* void

 \*/

 static void E\_GAIN\_norm\_corr(Float32 exc[], Float32 xn[], Float32 h[],

- Word32 t\_min, Word32 t\_max, Float32 corr\_norm[])

-{

+ Word32 t\_min, Word32 t\_max, Float32 corr\_norm[],

+ Word32 corr\_offset) {

 Float32 excf[L\_SUBFR]; /\* filtered past excitation \*/

 Float32 alp, ps, norm;

 Word32 t, j, k;

@@ -482,7 +482,7 @@

 /\* Normalize correlation = correlation \* (1/sqrt(energy)) \*/

- corr\_norm[t] = ps \* norm;

+ corr\_norm[corr\_offset + t] = ps \* norm;

 /\* update the filtered excitation excf[] for the next iteration \*/

@@ -566,7 +566,7 @@

 {

 Float32 corr\_v[15 + 2 \* L\_INTERPOL1 + 1];

 Float32 cor\_max, max, temp;

- Float32 \*corr;

+ Word32 corr\_v\_offset;

 Word32 i, fraction, step;

 Word32 t0, t\_min, t\_max;

@@ -575,21 +575,20 @@

 t\_min = t0\_min - L\_INTERPOL1;

 t\_max = t0\_max + L\_INTERPOL1;

- /\* allocate memory to normalized correlation vector \*/

- corr = &corr\_v[-t\_min]; /\* corr[t\_min..t\_max] \*/

+ corr\_v\_offset = -t\_min;

 /\* Compute normalized correlation between target and filtered excitation \*/

- E\_GAIN\_norm\_corr(exc, xn, h, t\_min, t\_max, corr);

+ E\_GAIN\_norm\_corr(exc, xn, h, t\_min, t\_max, corr\_v, corr\_v\_offset);

 /\* find integer pitch \*/

- max = corr[t0\_min];

+ max = corr\_v[corr\_v\_offset + t0\_min];

 t0 = t0\_min;

 for(i = t0\_min + 1; i <= t0\_max; i++)

 {

- if( corr[i] > max)

+ if( corr\_v[corr\_v\_offset + i] > max)

 {

- max = corr[i];

+ max = corr\_v[corr\_v\_offset + i];

 t0 = i;

 }

 }

@@ -621,11 +620,12 @@

 fraction = 0;

 }

- cor\_max = E\_GAIN\_norm\_corr\_interpolate(&corr[t0], fraction);

+ cor\_max =

+ E\_GAIN\_norm\_corr\_interpolate(&corr\_v[corr\_v\_offset + t0], fraction);

 for (i = (fraction + step); i <= 3; i += step)

 {

- temp = E\_GAIN\_norm\_corr\_interpolate(&corr[t0], i);

+ temp = E\_GAIN\_norm\_corr\_interpolate(&corr\_v[corr\_v\_offset + t0], i);

 if (temp > cor\_max)

 {

**\*\*\* End change 1 \*\*\***