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TS 29.198-3 relies on the use of a challenge-based mechanism (CHAP as per IETF RFC 1994) for authentication of the client application by the framework, and vice-versa. CHAP is chosen as the authentication scheme when the authentication type in the initiateAuthenticate() method is set to P_OSA_AUTHENTICATION.

The overall authentication phase works as follows:

the client first uses the initiateAuthenticate() method to set the P_OSA_AUTHENTICATION scheme (ie CHAP).

with the selectEncryption() method, the client application and the framework agree on a symmetric encryption function to be used to encrypt the challenge sent from the verifier to the claimant.

the framework can then use the authenticate() method to pass an encrypted challenge string to the client, using the encryption algorithm (DES, triple DES) negotiated in the previous step. Encryption of the challenge string is done thanks to a secret key which must a priori be shared between the client and the framework (out of scope). The client must then decrypt the received encrypted challenge and generate a response based on the decrypted challenge and a secret shared with the framework. The client can authenticate the framework using the exactly same mechanism in the other direction.

A fundamental question is whether there is any real security gain in encrypting the challenge string itself. This indeed requires extra management (shared secret key for encryption/decryption between the client and the framework) and processing, while no identified security weakness is solved by this extra encryption process. There is no need to have this challenge encryption phase, which should be removed from the authentication procedure.
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It is suggested to suppress the requirement for encryption of the challenge in the authentication phase. This CR implements the required modifications to TS 29.198-3 v4.4.0 by removing the selectEncryptionMethod() from the specification, since its sole purpose is to negotiate the encryption mechanism. The TpEncryption tables are also removed.

The fact that public key-based authentication mechanisms could be used is clarified in the authenticate) function.
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4.1.1.1 Initial Access

The following figure shows a client accessing the OSA Framework for the first time.

Before being authorized to use the OSA SCFs, the client must first of all authenticate itself with the Framework. For this purpose the client needs a reference to the Initial Contact interfaces for the Framework; this may be obtained through a URL, a Naming or Trading Service or an equivalent service, a stringified object reference, etc. At this stage, the client has no guarantee that this is a Framework interface reference, but it to initiate the authentication process with the Framework. The Initial Contact interface supports only the initiateAuthentication method to allow the authentication process to take place. 

Once the client has authenticated with the Framework, it can gain access to other framework interfaces and SCFs. This is done by invoking the requestAccess method, by which the client requests a certain type of access SCF.
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1:
Initiate Authentication

The client invokes initiateAuthentication  on the Framework's "public" (initial contact) interface to initiate the authentication process.  It  provides in turn a reference to its own authentication interface.  The Framework returns a reference to its authentication interface.



2:
Authenticate

3:
The client provides an indication if authentication succeeded.

4:
The client and Framework authenticate each other.  The sequence diagram illustrates one of a series of one or more invocations of the authenticate method on the Framework's API Level Authentication interface.  In each invocation, the client supplies a challenge and the Framework returns the correct response.  Alternatively or additionally the Framework may issue its own challenges to the client using the authenticate method on the client's API Level Authentication interface.

5:
The Framework provides an indication if authentication succeeded.

6:
Request Access

Upon successful (mutual) authentication, the client invokes requestAccess on the Framework's API Level Authentication interface, providing in turn a reference to its own access interface.  The Framework returns a reference to its access interface.

7:
The client invokes obtainInterface on the framework's Access interface to obtain a reference to its service discovery interface.

4.1.1.2
Authentication

This sequence diagram illustrates the two-way mechanism by which the client and the framework mutually authenticate one another using an underlying distribution technology mechanism.
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1:
The client calls initiateAuthentication on the OSA Framework Initial interface. This allows the client to specify the type of authentication process. In this case, the client selects to use the underlying distribution technology mechanism for identification and authentication.

2:
The client invokes the requestAccess method on the Framework's Authentication interface. The Framework now uses the underlying distribution technology mechanism for identification and authentication of the client.

3:
If the authentication was successful, the client can now invoke obtainInterface on the framework's Access interface to obtain a reference to its service discovery interface.

4.1.1.3 API Level Authentication

This sequence diagram illustrates the two-way mechanism by which the client and the framework mutually authenticate one another.  

The OSA API supports multiple authentication techniques. The procedure used to select an appropriate technique for a given situation is described below.. The inclusion of cryptographic processes (digital signatures, challenge-based methods, …) in the authentication procedure depends on the type of authentication technique selected. In some cases strong authentication may need to be enforced by the Framework to prevent misuse of resources. 
The client must authenticate with the Framework before it is able to use any of the other interfaces supported by the Framework. Invocations on other interfaces will fail until authentication has been successfully completed.

1)
The client calls initiateAuthentication on the OSA Framework Initial interface. This allows the client to specify the type of authentication process. This authentication process may be specific to the provider, or the implementation technology used. The initiateAuthentication method can be used to specify the specific process, (e.g. CORBA security). OSA defines a generic authentication interface (API Level Authentication), which can be used to perform the authentication process. The initiateAuthentication method allows the client to pass a reference to its own authentication interface to the Framework, and receive a reference to the authentication interface preferred by the client, in return.  In this case the API Level Authentication interface.


2)
The application and Framework interact to authenticate each other. For an authentication method of P_OSA_AUTHENTICATION, this procedure consists of a number of challenge/ response exchanges. This authentication protocol is performed using the authenticate method on the API Level Authentication interface. P_OSA_AUTHENTICATION is based on CHAP, which is primarily a one-way protocol.  Mutual authentication is achieved by the framework invoking the authenticate method on the client's APILevelAuthentication interface.

Note that at any point during the access session, either side can request re-authentication.  Re-authentication does not have to be mutual.
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4.2 Class Diagrams
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Figure: Trust and Security Management Package Overview 
6.3.1.1 Interface Class IpClientAPILevelAuthentication 

Inherits from: IpInterface.
<<Interface>>

IpClientAPILevelAuthentication



authenticate (challenge : in TpOctetSet) : TpOctetSet

abortAuthentication () : void

authenticationSucceeded () : void



Method

authenticate()

This method is used by the framework to authenticate the client.  The client must respond with the correct responses to the challenges presented by the framework. When a public key-based authentication scheme is used, the domainID received in the initiateAuthentication() can be used by the framework to reference the correct public key for the client (the key management system is currently outside of the scope of the OSA APIs). The number of exchanges is dependent on the policies of each side.  The whole authentication process is deemed successful when the authenticationSucceeded method is invoked.  The invocation of this method may be interleaved with authenticate() calls by the client on the IpAPILevelAuthentication interface.

Returns <response> : This is the response of the client application to the challenge of the framework in the current sequence. The response will be based on the challenge data, decrypted with the mechanism prescribed by selectEncryptionMethod().  

Parameters

challenge : in TpOctetSet

The challenge presented by the framework to be responded to by the client.  If the authentication method in use is CHAP-based, the challenge mechanism used will be in accordance with the IETF PPP Authentication Protocols - Challenge Handshake Authentication Protocol [RFC 1994, August1996]. 
Returns

TpOctetSet

Method

abortAuthentication()

The framework uses this method to abort the authentication process. This method is invoked if the framework wishes to abort the authentication process, (unless the client responded incorrectly to a challenge in which case no further communication with the client should occur.) If this method has been invoked, calls to the requestAccess operation on IpAPILevelAuthentication will return an error code (P_ACCESS_DENIED), until the client has been properly authenticated. 

Parameters

No Parameters were identified for this method

Method

authenticationSucceeded()

The Framework uses this method to inform the client of the success of the authentication attempt. 

Parameters

No Parameters were identified for this method

6.3.1.5 Interface Class IpAPILevelAuthentication 

Inherits from: IpAuthentication.
The API Level Authentication Framework interface is used by client to perform its part of the mutual authentication process with the Framework necessary to be allowed to use any of the other interfaces supported by the Framework. 

<<Interface>>

IpAPILevelAuthentication




authenticate (challenge : in TpOctetSet) : TpOctetSet

abortAuthentication () : void

authenticationSucceeded () : void














Method

authenticate()

This method is used by the client to authenticate the framework. The framework must respond with the correct responses to the challenges presented by the client.  When a public key-based authentication scheme is used, the domainID received in the initiateAuthentication() can be used by the framework to reference the correct public key for the client (the key management system is currently outside of the scope of the OSA APIs). The number of exchanges is dependent on the policies of each side.  The whole authentication process is deemed successful when the authenticationSucceeded method is invoked.  The invocation of this method may be interleaved with authenticate() calls by the framework on the client's APILevelAuthentication interface.

Returns <response> : This is the response of the framework to the challenge of the client in the current sequence. The response will be based on the challenge data, decrypted with the mechanism prescribed by selectEncryptionMethod().  

Parameters

challenge : in TpOctetSet

The challenge presented by the client to be responded to by the framework. If the authentication method in use is CHAP-based, the challenge mechanism used will be in accordance with the IETF PPP Authentication Protocols - Challenge Handshake Authentication Protocol [RFC 1994, August1996]. 
Returns

TpOctetSet

Raises

TpCommonExceptions, P_ACCESS_DENIED
Method

abortAuthentication()

The client uses this method to abort the authentication process. This method is invoked if the client no longer wishes to continue the authentication process, (unless the client responded incorrectly to a challenge in which case no further communication with the client should occur.) If this method has been invoked, calls to the requestAccess operation on IpAPILevelAuthentication will return an error code (P_ACCESS_DENIED), until the client has been properly authenticated. 

Parameters

No Parameters were identified for this method

Raises

TpCommonExceptions,P_ACCESS_DENIED
Method

authenticationSucceeded()

The client uses this method to inform the framework of the success of the authentication attempt. 

Parameters

No Parameters were identified for this method

Raises

TpCommonExceptions, P_ACCESS_DENIED
10.3.3 
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